Module-4

Basic Information:  
External sorting is a method for sorting large datasets that don't fit into main memory. Unlike internal sorting, which loads all data into memory at once, external sorting algorithms only work with small portions of data at a time, residing in external memory like disk drives. This approach minimizes the number of times data is read from and written to the external memory, which is much slower than main memory.

One way to implement external sorting is through algorithms like "external merge sort" and "external distribution sort." In external merge sort, the data is divided into smaller chunks, sorted individually, and then merged together in the correct order. Another approach, called "replacement selection strategy," optimizes the creation of sorted runs for merging by using priority queues.

The "two-way external merge sort" and "k-way external merge sort" are variations of external merge sort. In the two-way approach, runs are merged two at a time, while in the k-way approach, multiple runs are merged simultaneously. These methods minimize the number of times data needs to be read from and written to external memory, improving efficiency.

1. Comparisions:  
   **Two-Way External Merge Sort**:
   * **Description**: This algorithm sorts data stored in secondary storage by dividing it into runs, sorting each run in memory, and then merging the runs.
   * **Memory Usage**: Utilizes a fixed number of frames (M) in memory for sorting and merging runs. Requires at least 3 frames for operation.
   * **Number of Passes (N)**: Determined by the formula ⌈log(M-1)(B)⌉ + 1, where B is the number of pages in the file and M is the number of available frames. Each pass involves reading and writing each page of the file once.
   * **Cost**: The total number of memory accesses is 2×B×N.
   * **Performance**: Straightforward implementation but may require multiple passes, depending on the size of the data and available memory.
2. **K-Way External Merge Sort**:
   * **Description**: A variation of external merge sort where M pages are read at a time instead of one. This reduces the number of passes required for sorting.
   * **Memory Usage**: Utilizes M frames for sorting and merging runs, where M is the number of available frames.
   * **Number of Passes (N)**: Determined by the formula ⌈log(M-1)(⌈B/M⌉)⌉ + 1, where B is the number of pages in the file and M is the number of available frames.
   * **Cost**: The total number of memory accesses is 2×B×N.
   * **Performance**: Reduces the number of passes compared to the two-way algorithm by reading multiple pages at once. More efficient for larger datasets.
3. **Replacement Selection Strategy**:
   * **Description**: This strategy optimizes the creation of runs by utilizing priority queues. It aims to create sorted runs exceeding the number of available frames in memory.
   * **Memory Usage**: Utilizes M-2 frames for creating sorted runs, along with additional frames for priority queues.
   * **Number of Passes (N)**: Depends on the number of runs produced during the initial pass, which can vary.
   * **Cost**: Offers potential performance benefits by creating runs of more than M pages, leading to fewer overall passes compared to K-Way External Merge Sort, especially in the average case scenario.
   * **Performance**: Offers potentially better performance by creating runs of varying sizes, optimizing memory usage, and reducing the number of passes needed for sorting.

In summary, while Two-Way External Merge Sort and K-Way External Merge Sort are more straightforward and predictable in terms of memory usage and number of passes, the Replacement Selection Strategy offers potential improvements in performance by optimizing memory utilization and reducing the number of passes, particularly for datasets where the average case scenario applies. However, it comes with the complexity of managing priority queues and varying run sizes.

**Algorithms used:**

// Pass 0 of the Two-Way External Sorting Algorithm

function TwoWayPassZero():

while (no more pages in R):

load 1 page of relation R in the buffer

sort records of the page in the buffer

write corresponding page in a new run

// Pass 0 of the K-Way External Sorting Algorithm

function KWayPassZero():

while (no more pages in R):

load M pages of relation R in the M frames of the buffer

sort records of the M pages in the buffer

write corresponding pages in a new run

// Pass 0 of the Replacement Selection External Sorting Algorithm

function ReplacementSelectionPassZero():

load first page of relation R in the input frame F1

load next M-2 pages of R in the buffer

set Q1 = queue of records in the M-2 frames starting from F2

set Q2 = empty queue

while (F1 or Q1 or Q2 are not empty):

if (Q1 is empty):

move Q2 into Q1

if (output frame is not empty):

write output frame in secondary storage

create new run

find minimum record r1 in Q1

move r1 in the output frame

if (F1 is empty and R has more pages):

read next page from R

if (F1 is NOT empty):

point to the next record r2 in input frame F1

if (r1 < r2):

move r2 in Q1

else:

move r2 in Q2

if (output frame is full):

write output frame in secondary storage

Code:

Replacement Selection Sort:  
from queue import PriorityQueue

class Relation:

    def \_\_init\_\_(self, pages):

        self.pages = pages

        self.page\_index = 0

    def read\_next\_page(self):

        if self.page\_index < len(self.pages):

            page = self.pages[self.page\_index]

            self.page\_index += 1

            return page

        return None

    def has\_next\_page(self):

        return self.page\_index < len(self.pages)

    def write\_page(self, page):

        print("Writing page to secondary storage:", page)

def replacement\_selection\_pass\_zero(relation\_R, M):

    input\_frame = []

    output\_frame = []

    Q1 = PriorityQueue()

    Q2 = PriorityQueue()

    input\_frame.append(relation\_R.read\_next\_page())

    for \_ in range(M - 2):

        page = relation\_R.read\_next\_page()

        if page:

            input\_frame.append(page)

    for frame in input\_frame[1:]:

        for record in frame:

            Q1.put(record)

    while input\_frame or not Q1.empty() or not Q2.empty():

        if Q1.empty():

            while not Q2.empty():

                Q1.put(Q2.get())

            if output\_frame:

                relation\_R.write\_page(output\_frame)

                output\_frame = []

        if input\_frame:

            r1 = Q1.get()

            output\_frame.append(r1)

            if not input\_frame and relation\_R.has\_next\_page():

                input\_frame.append(relation\_R.read\_next\_page())

            if input\_frame and input\_frame[0]:

                r2 = input\_frame[0].pop(0)

                if r2 < r1:

                    Q1.put(r2)

                else:

                    Q2.put(r2)

            if len(output\_frame) == M:

                relation\_R.write\_page(output\_frame)

                output\_frame = []

# Sample input

pages = [

    [5, 8, 10],

    [3, 6, 9],

    [2, 4, 7]

]

relation\_R = Relation(pages)

M = 4

replacement\_selection\_pass\_zero(relation\_R, M)

Output:
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2-way merge sort:

from typing import List

class Relation:

    def \_\_init\_\_(self, pages: List[List[int]]):

        self.pages = pages

        self.page\_index = 0

    def read\_next\_page(self):

        if self.page\_index < len(self.pages):

            page = self.pages[self.page\_index]

            self.page\_index += 1

            return page

        return None

    def has\_next\_page(self):

        return self.page\_index < len(self.pages)

    def write\_page(self, page):

        print("Writing page to secondary storage:", page)

def two\_way\_pass\_zero(relation\_R):

    while relation\_R.has\_next\_page():

        page = relation\_R.read\_next\_page()

        sorted\_page = sorted(page)

        relation\_R.write\_page(sorted\_page)

# Modified input

pages = [

    [9, 6, 3],

    [7, 4, 1],

    [5, 2, 0]

]

relation\_R = Relation(pages)

two\_way\_pass\_zero(relation\_R)

Output:

![A black background with white text

Description automatically generated](data:image/png;base64,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)

k-way merge sort:

(for 3 frames)

Code:  
class Relation:

    def \_\_init\_\_(self, pages):

        self.pages = pages

        self.page\_index = 0

    def read\_next\_page(self, M):

        start = self.page\_index

        end = min(self.page\_index + M, len(self.pages))

        self.page\_index = end

        return self.pages[start:end]

    def has\_next\_page(self):

        return self.page\_index < len(self.pages)

    def write\_pages(self, pages):

        for page in pages:

            print("Writing page to secondary storage:", " ".join(map(str, page)))

def k\_way\_pass\_zero(relation\_R, M):

    while relation\_R.has\_next\_page():

        pages = relation\_R.read\_next\_page(M)

        sorted\_pages = sorted([record for page in pages for record in page])

        print("Writing page to secondary storage:", " ".join(map(str, sorted\_pages)))

# Sample input

pages = [

    [3, 9, 6],

    [10, 5, 8],

    [4, 7, 2],

    [11, 12, 1]

]

relation\_R = Relation(pages)

# Number of frames in the buffer

M = 3

k\_way\_pass\_zero(relation\_R, M)

Output:  
![](data:image/png;base64,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)